**2020 B+ tree implementation assignment**

컴퓨터소프트웨어학부 2019067429 한승우

1. **전체 코드 요약**
2. **트리 저장**

* 차수를 가장 첫 줄에 저장한다.
* 깊이 우선 탐색 (DFS)를 이용해서 root부터 leaf까지 모든 노드들을 저장한다. 이때, DFS를 이용해서 만나는 노드들에게 각각 index를 부여한다.
* **트리를 저장하는 양식**

Non\_leaf\_node 일때 $ parent\_index now\_index / now\_m / now\_m의 크기 만큼의 key

Leaf\_node 일때 @ parent\_index r\_index / now\_m / now\_m의 크기 만큼의 key를 총 leaf\_node의 수만큼 반복해준다.
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1. **트리 만들기**

* 첫 줄이 차수 이므로 degree에 첫 줄을 저장해준다.
* 한 줄 씩 읽으면서 ArrayList를 사용하여 노드를 index 순서대로 저장해준다.
* 마지막 줄은 모두 leaf노드 이므로 각 leaf노드의 r을 r\_index를 이용해주어서 연결해주고 value값을 저장해준다.

1. **삽입**
2. 삽입할 leaf node를 찾아서 삽입을 실행시킨다. 이때, 찾는 과정은 log n 의 시간 복잡도를 가지는 이분 탐색을 사용하여 어느 child에 들어갈지 찾는다.
3. 삽입한 leaf node의 m값이 deg보다 작다면 그대로 둔다.
4. 삽입한 leaf node의 m값이 deg보다 크다면 leaf\_split를 실행한다.

3-1. leaf\_split의 과정은 한 노드를 두 개의 노드로 split하며 m/2 번째 키 값을

부모 노드에 올리는 것이다.

1. Split을 한 노드의 부모 노드의 m값과 deg를 비교하여 작다면 그대로 둔다.
2. Split을 한 노드의 부모 노드의 m값과 deg를 비교하여 크다면 parent\_split를 실행한다.

5-1. parent\_spit의 과정은 leaf\_spilit와 거의 동일하나 m/2 번째 키 값을 현재 노드에 남기지 않는 것이 다르다.

1. Root 까지 올라가면서 parent\_split이 일어나는 경우에 parent\_split를 실행시켜 준다.

(만약 root노드에서 parent\_split을 실행시켰을 때에는 새로 만든 부모 노드가 r oot가 된다.)

1. **삭제**
2. 삭제할 key가 존재하는 leaf node를 삽입과 마찬가지로 이분 탐색을 이용하여 찾아 내려간다.
3. 삭제한 key가 non\_leaf\_node에도 존재할 경우 삭제하고 난 leaf\_node에서 가장 작은 key로 그 값을 대체 해준다.
4. Leaf\_node의 m을 (deg-1)/2와 비교한다.
5. Leaf\_node의 m이 (deg-1)/2 이상이라면 끝낸다.
6. Leaf\_node의 m이 (deg-1)/2 이상이 아닐경우

5-1. 왼쪽 혹은 오른쪽 형제 node의 m을 확인한다.

5-2. 만약 둘 중 하나가 (deg-1)/2 이상 일 경우 key 값을 하나 가져온다.

5-3. 그렇지 않다면 leaf\_merge를 실행한다.

5-4. 왼쪽 형제 노드와 현재 노드가 merge 될 경우 왼쪽 노드에 현재 노드의 key값을 모두 넣고 현재 노드를 삭제시켜 준다.

5-5. 오른쪽 형제 노드와 현재 노드가 merge 될 경우 현재 노드에 오른쪽 노드의 key값을 모두 넣고 오른쪽 노드를 삭제시켜 준다.

5-6. 이때, 노드들 사이에 존재하는 부모노드의 key 값을 삭제시켜 준다.

Ex) 왼쪽 노드가 부모노드의 1번째 인덱스이고 현재 노드가 부모노드의 2번째 인덱스일 때, 부모노드에 1번째에 해당하는 key 값을 삭제시켜 준다.

1. 삭제한 node의 부모노드 m이 (deg-1)/2 보다 큰지 확인한다.
2. 삭제한 node의 부모노드 m이 (deg-1)/2 보다 작으면 parent\_merge를 실행한다.

7-1. 노드들 사이에 존재하는 부모노드의 key 값을 현재 노드로 내려 준다.

Ex) 왼쪽 노드가 부모노드의 1번째 인덱스이고 현재 노드가 부모노드의 2번째 인덱스일 때, 부모노드에 1번째에 해당하는 현재 노드에 내려 준다. (이점이 leaf\_merge 와의 가장 큰 차이이다.)

7-2. 왼쪽 형제 노드와 현재 노드가 merge 될 경우 왼쪽 노드에 현재 노드의 key값과 child를 모두 넣고 현재 노드를 삭제시켜 준다.

7-3. 오른쪽 형제 노드와 현재 노드가 merge 될 경우 현재 노드에 오른쪽 노드의 key값과 child를 모두 넣고 오른쪽 노드를 삭제시켜 준다.

1. Parent\_merge 후 현재 노드의 m 값이 deg보다 더 큰경우 split를 실행해준다.
2. Root로 계속해서 올라가면서 노드의 m이 (deg-1)/2 보다 큰지 확인해주면서 7,8번 과정을 반복한다.
3. 만약 merge 후 root의 m이 0이 되었을 때에는 root의 첫번째 자식 노드가 root가 된다.’
4. **Single key search**
5. Root node 에서 시작하여 insert와 마찬가지로 이분 탐색을 사용하여 알맞은 node로 내려간다.
6. 지나온 경로를 String 변수에다가 모두 저장한다.
7. 만약 leaf node에 찾으려는 key 값이 존재할 경우 저장한 경로를 모두 출력 해준 후 key값에 대응하는 value값을 출력해준다.
8. **Range key search**
9. Root node에서 시작하여 min\_key 값에 대하여 이분탐색을 사용하여 알맞은 leaf\_node 로 내려간다.
10. 찾은 leaf\_node 에서 min\_key 값보다 크고 max\_key 값보다 작은 값에 대해서 출력해준다.
11. 한 노드의 모든 key를 출력했을 경우 다음 노드로 이동하여 2번 과정을 반복해준다.
12. **코드 설명**

* **전역 변수**
* **Public Node root -> root 노드의 위치를 저장한다.**
* **Public static int deg -> 차수를 저장한다.**
* **Public static int count -> 파일 쓰기에 필요한 변수로 dfs 과정에서 필요하다.**
* **Public ArrayList<Pair> leaf -> leaf노드의 value와 r의 index를 저장해준다.**
* **Public ArrayList<Node> save\_node -> 파일을 읽어서 트리를 만들 때 필요한 변수이다.**
* **Pair class**
* key값과 value값을 변수로 가지는 클래스 이다.
* **Node class**
* 트리의 각각 한 노드가 되는 클래스 이다.
* **Int degree -> 차수**
* **Int m -> key값의 개수**
* **Node[] p\_child -> 노드의 child를 저장하는 배열**
* **Pair[] key\_value -> 노드의 key값과 value값을 저장하는 배열**
* **Node r -> 다음 노드**
* **Node parent -> 부모 노드**
* **생성자**
* **Key 값 하나를 받아오는 생성자**
* **복사 생성자**
* **기본 생성자**
* **binarySearch(Pair[] A, int n)**
* 해당 노드의 key 값 중 n과 같은 것이 있는지 확인하는 알고리즘이다. 같은 key 값을 찾는 알고리즘 중 가장 효율이 좋은 알고리즘이라서 사용했다.

**시간복잡도 log(n)**

* **Insert(int x, int value)**
* 삽입하려는 key값과 value값을 변수로 받아오는 함수이다.
* 이분 탐색을 이용하여 삽입하려는 key 값에 대응하는 leaf\_node를 찾아가는 것이 목적이며, 찾은 후에는 insertkey함수를 실행시킨다.
* 또한, 찾는 과정 중 중복 키를 발견하였을 때, 중복되었다는 메시지를 출력한 후 함수를 종료한다.
* **InsertKey(Node root, int x, int value)**
* Insert함수에서 받아온 leaf\_node에다가 직접적으로 key와 value를 넣는 함수이다.
* Key 값을 넣어 준 후 m의 값이 deg보다 클 경우 split을 실행시킨다.
* while문을 사용하여 root노드로 올라가면서 split을 실행해야 할 경우 split를 실행시켜 준다.
* **Non\_leaf\_split(Node left)**
* InsertKey 함수에서 실행 중 non\_leaf\_node에서 m이 deg보다 커질 경우 실행시켜 주는 함수이다.
* 부모가 존재할 때의 경우와 부모가 존재하지 않을 때, 두가지 경우로 나누어서 구현을 해주었다. (부모가 없을 경우는 root노드 일 경우이다.)
* 부모노드에 m/2번째 키 값을 올려주고 노드를 두개로 나누어 준다. 이때, 나누어준 두 노드는 값을 올려준 부모노드의 자식들이 된다.
* **Leaf\_split(Node left, int x, int value)**
* InsertKey 함수 실행 중 leaf\_node에서 m이 deg보다 커질 경우 실행시켜 주는 함수이다.
* Non\_leaf\_split함수와 구현 방식은 같으나 **값을 올리는 것이 아닌 복사를 하는 것이 차이점이다.**
* **Node Goto\_root(Node p)**
* 현재 노드의 위치를 root로 옮겨 주는 함수이다.
* **Node Find\_leaft\_node(Node s\_temp, int p\_to\_child)**
* Delete의 merge과정 중에 필요한 함수이다.
* 현재 노드의 왼쪽 형제 노드를 찾아 오는 함수이다.
* **Node Find\_right\_node(Node s\_temp, int p\_to\_child)**
* Delete의 merge과정 중 필요한 함수이다.
* 현재 노드의 오른쪽 형제 노드를 찾아 오는 함수이다.
* **Void delete(int x)**
* Insert 함수와 마찬거지로 while문과 이분 탐색을 이용하여 delete가 이루어 져야할 leaf\_node를 찾아 내려간다
* 만약 delete하려는 key 값이 트리에 존재하지 않을 경우 “NOT FOUND” 메시지를 출력한다.
* Key 값을 삭제 해준 후 해당 노드의 m이 (deg -1)/2를 넘는지 확인한다.
* 넘을 경우 Goto\_root함수를 실행시켜 다시 root노드로 돌아간 후 함수를 종료한다.
* 넘지 않을 경우 Find\_left\_node 함수와 Find\_right\_node 함수를 사용하여 양 옆 형제 노드를 찾아온다.
* 왼쪽과 오른쪽 형제 노드의 m-1 이 (deg-1)/2를 넘는지 확인한다.
* 넘을 경우 왼쪽 또는 오른쪽 형제 노드에서 값을 하나 가져 온 후 함수를 종료한다.
* 이 때, 삭제한 key와 값은 key값이 non\_leaf\_node에 존재 할 경우 현재 노드의 가장 작은 값으로 대체하여 준다.
* 왼쪽 형제와 오른쪽 형제 노드 모두 m-1값이 (deg-1)/2를 넘지 않는다면 leaf\_merge를 실행시켜 준다.
* **Leaf\_merge**

1. 오른쪽 형제 노드가 존재 할 경우 현재 노드에 오른쪽 형제 노드의 모든 key 값을 넣어준다.
2. 이 때, 부모노드에서 현재 노드와 오른쪽 형제 노드 사이에 존재하는 key 값을 삭제시켜 준다.
3. 만약 non\_leaf\_node 중에서 삭제한 key값과 같은 key값이 존재 할 경우 현재 노드의 가장 작은 값으로 대체 하여 준다.
4. 왼쪽 형제 노드가 존재 할 경우에도 위와 같은 과정을 하여준다.

* Leaf\_merge를 실행시켰을 때, 다시 root 노드로 올라가는 과정 중 노드의 m 값이 (deg-1)/2보다 작다면 parent\_merge를 실행시켜 준다.
* **Node parent\_merge(Node temp)**
* Non\_leaf\_node 이면서 merge를 해주어야 할 경우 실행시키는 함수이다.
* Find\_left\_node 함수와 Find\_right\_node 함수를 이용하여 현재 노드의 왼쪽 형제와 오른쪽 형제를 찾아온다.
* 왼쪽 형제가 존재 할 경우, 부모노드에서 현재 노드와 왼쪽 형제 노드 사이에 존재하는 key 값을 현재 노드에 내려준다.
* 이때, 왼쪽 형제 노드와 현재 노드의 m값 합이 deg보다 클 경우와 작은 경우로 나누어 주었다.
* 왼쪽 형제 노드와 현재 노드의 값이 deg 보다 클 경우 왼쪽 형제 노드의 가장 왼쪽 key 값을 부모 노드에 올려주고, 왼쪽 형제 노드의 가장 오른쪽 자식을 현재 노드의 가장 왼쪽에 할당시켜 준다.
* 왼쪽 형제 노드와 현재 노드의 값이 deg 보다 작을 경우 merge 과정을 실행시킨다.
* Merge를 할 때, 현재 노드의 모든 key값을 왼쪽 형제 노드에 넣어 준 후 현재 노드를 삭제 시킨다.
* 만약 왼쪽 형제가 존재하지 않을 경우 부모노드에서 오른쪽 형제 노드와 현재 노드 사이에 존재하는 key값을 현재 노드에 내려준다.
* 왼쪽 형제 노드가 존재하는 경우와 마찬가지로 오른쪽 노드와 현재 노드의 m값이 deg보다 클 경우와 작은 경우로 나누어 주었다.
* 두 노드의 m값 합이 deg보다 클 경우 현재 노드에서 가장 오른쪽 key 값을 부모 노드에 올려주고, 현재 노드의 가장 오른쪽 자식을 오른쪽 형재 노드의 가장 왼쪽에 할당시켜 준다.
* 두 노드의 m 값 합이 deg보다 작을 경우 왼쪽 형제 노드의 경우와 마찬가지로 merge를 실행시켜 준다.
* **Void single\_key\_search(int f\_key)**
* Single\_key\_search를 실행시켜 주는 함수이다.
* while문과 이분 탐색을 사용하여 값을 찾으려는 key가 존재하는 leaf\_node로 내려간다.
* 내려가는 과정 중에 만나는 모든 노드를 String 변수인 a에 저장한다.
* 만약 내려온 leaf\_node에 찾으려는 key값이 존재할 경우 변수 a를 출력해 준 후, key값에 상응하는 value값을 출력해 준다.
* key값이 존재하지 않을 경우 “NOT FOUND” 메시지를 출력한 후 종료한다.
* **Void range\_key\_search(int start\_key, int end\_key)**
* while문과 이분 탐색을 사용하여 start\_key보다 크거나 같은 가장 작은 key값을 가진 leaf\_node를 찾아 내려간다.
* 찾은 위치부터 end\_key값보다 커질 때까지 leaf\_node의 key값과 value값을 출력해준다.
* 이때, while문을 사용하여 한 노드의 모든 key값을 출력 해주었으면 다음 노드로 이동한다.
* 만약 아무런 출력도 하지 않았다면 “NOT FOUND”를 출력한 후 종료한다.
* **Static void create(String index\_file)**
* Index\_file의 이름을 가진 파일을 만들고 차수를 저장해준다.
* **void save(FileWriter w, Node now, int parent)**
* dfs를 응용하여 파일에 트리를 저장해주는 함수이다.
* 모든 노드를 탐색하면서, 각 노드의 index값과 부모 노드의 index값, 그리고 현재 노드의 m값, key값들을 파일에 입력하여 준다.
* 만약 해당 노드가 leaf\_node일 경우 전역변수 leaf에 해당 노드의 index값과 r값을 저장해 준다.
* **void save\_layout(String index\_file)**
* save 함수를 실행시켜 주는 함수이다.
* Save 함수를 실행 시킨 후 파일의 마지막 줄에 leaf\_node들의 index와 다음 노드의 index, value들을 입력하여 준다.
* **Void make\_tree(String index\_file)**
* Index\_file을 한줄 씩 읽는다.
* “/”를 기준으로 split해주어 각 노드의 parent\_index, index, m을 저장해 준다.
* 마지막 줄에서는 모두 leaf\_node 이므로, r과 value를 해당하는 노드에 저장해 준다.
* **Void read\_data(String filename, String act)**
* 한 줄씩 읽으면서 Insert와 delete 과정에서 넣어주거나 삭제시켜야 할 key 값이 들어있는 파일을 인자로 받아 온후 insert와 delete함수를 실행시켜 주는 함수이다.

1. **컴파일 하는 방법**

terminal이나 cmd등 에서 파일이 있는 경로까지 이동 후 해당 명령어를 실행한다. ![](data:image/png;base64,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)

1. **후기**

선배들한테 익히 비플트리의 악명을 들어와서 조금 겁에 질린 상태로 과제를 시작하였습니다. 예상대로 쉽지 않았고, 특히 평소 c나 c++로만 알고리즘 코딩을 해오다가 자바로 하니 조금 어색하였습니다. 제 코드를 보시면 느끼겠지만, java를 잘 알지 못하여서 java의 이점을 살릴 수 있는 Arrayslist나 여러가지 좋은 함수들을 사용하지 않았습니다. 사실은 이미 전체적인 틀과 어느정도의 코딩을 마친 후에 해당 사실들을 알게 되어서 고치기에는 늦었습니다… 그 결과 자바보다는 c++에 더 가까운 코드가 완성 되었고, 덕분에 조금 더 머리를 쓰면서 비플트리를 작성 한 것 같습니다.

하지만 약 2주간의 시간동안 많은 시간을 할당하였지만 delete를 완벽하게 구현하는 데 실패한 것이 아쉽습니다. 수많은 디버깅 후에 문제가 merge과정 중 child 노드와 부모 노드를 연결 하는 과정 중 연결이 안된 경우가 있다는 것을 알았지만, 수많이 고쳐 보아도 많은 숫자를 넣고 어떠한 경우에 마주하였을 때, delete가 제대로 되지 않는 경우를 계속하여 마주하였습니다. 약 1200줄에 달하는 코드를 한줄 한줄 곱씩으면서 디버깅하고, 코딩하는 과정 중 제 자신의 실력이 많이 성장하는 것을 느꼈고, delete 경우 중 한가지 경우 떄문에 delete가 계속 실패하는 모습을 보며 오기가 생겨서 더 많이 시간을 비플트리 구현에 할당한 것 같습니다. 비록 코드를 100% 구현시켜 제출하지는 못하였지만, 제출 이후에도 delete를 완전히 완성시켜 볼 생각입니다.

긴 글 읽어주셔서 감사합니다.